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ABSTRACT 

There has been an increasing interest in using VR and serious 

games that mock real scenarios and allow professionals to perform 

operations that previously would only be possible in a real 

environment. In this kind of VR-enhanced training application, it is 

possible to identify aspects that are crucial to the quality of the 

system, which were taken into account in the framework we 

propose in this paper: SimVR-Trei. The most noticeable, to the end-

user, are the user interface (UI) and the 3D navigation/interaction 

systems, which are key to establishing a valuable experience. Two 

other crucial aspects in such kind of application are the rules 

system, paired with the environment simulation, which are 

responsible for creating a veritable world and enhancing the sense 

of presence. The rules system is the aspect that relates to the 

training procedures, in other words, it defines the game logic. The 

environment simulation creates the behavior of the world in 

response to the users’ actions, which, in some cases, may be 

provided by an external simulator. Finally, the immersion support 

system deals with the VR-related issues, such as support for 

multiple display setups. The challenges imposed by these aspects 

have been faced during the development of two industrial training 

applications, leading to the creation of SimVR-Trei framework, 

which seeks to facilitate the development and the reuse of solutions 

for common issues in different applications. 
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1 INTRODUCTION 

The use of simulation and serious games as an alternative method 

to teach, train or reinforce skill acquisition has been subject of study 

for quite some time [1]. Simulation and games as learning tools 

have roots that date back to 5000 years ago [2]. Studies prove that 

computer-simulated environments can effectively help establish the 

link between theory and practice [3] [4], while providing a safe 

environment in which to acquire experience [5]. For these reasons, 

the industry has seen an increased interest in using serious games 

and simulated virtual environments for training purposes [6] [7] [8]. 

One key factor in the success of a simulation is what is called 

“situated learning” [9] [10], which is related to how engaged the 

user is able to become [11]. For this reason, many initiatives have 

turned to virtual reality as a potential way to enhance learning [12] 

[13]. However, introducing virtual reality in a training application 

and making use of its potential benefits are a challenge [14]. 

The recent rise of VR and natural user interface (NUI) 

technologies, from the Wii Remote [15], to Kinect [16] and Oculus 

Rift [17], has leveraged the use of VR in this kind of application. 

While in some cases it may be true that “full immersion” is not 

always necessary [18], it has been found that, for learning purposes, 

more immersive experiences lead to better results [19] [20]. The 

reason for this is that VR is able to divert attention away from the 

real world [21], increasing focus on the content in the virtual 

environment. This immersion effect is further enhanced by NUI, 

which may reduce the effort of sending commands to the system 

[22] [23]. 

This paper identifies and discusses aspects that are crucial to the 

quality of a training application and presents a framework to help 

to overcome common issues. In section 2, we identify the key 

aspects of VR-enhanced simulations, the role they play and their 

importance. In the third section, we present a high-level view of the 

framework’s architecture, linking the components to the aspects 

identified in section 2. At last, we present the usage of the 

framework in two different industrial training applications. 

 

2 VR-ENHANCED SIMULATIONS 

Five aspects have been identified as key to developing a high 

quality experience in a VR-enhanced training system: immersion 

support, navigation & interaction, environment, rules, and user 

interface (UI). 

2.1 Immersion Support 

In a process that involves learning, a person’s capacity to retain new 

information and knowledge depends on their ability to maintain 

focused. Studies show that multitasking while learning causes new 

information to be stored in a different part of the brain [24]. Self-

repeating activities carried along with learning leads to storing 

information in a region specialized in procedures instead of the 

hippocampus, which is more organized and is easier to retrieve 

from [25]. 

One way to help retain focus is increasing the sense of presence. 

Although a completely immersive virtual environment may not be 

strictly necessary for the training application at matter, researches 

show that the more immersive the environment, the more likely for 

a user to achieve better results [20]. 

For this reason, immersion support is an important feature to 

consider in a training application. Immersion support is both the 
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support for multiple input devices and multiple output devices. We 

consider that it is important to be able to easily plug in new devices, 

in order to keep the software up to date with newer technologies. 

2.2 Navigation & Interaction 

Navigation and interaction are two of the main actions a user can 

perform in a virtual environment, where the latter can be broken 

down into selection and manipulation [26]. Studies have shown the 

importance of developing these techniques [27], which are 

constantly being improved. In some cases, new technologies may 

introduce new possibilities, making it crucial that these techniques 

are able to be seamlessly implemented within the framework. 

The way users translate their intentions into commands is another 

factor that may reduce focus on the task itself. For this reason, the 

quality of the input system is also an important factor for the 

success of the learning process. In other words, frequently used 

commands and tools demanded for fast-response situations should 

be easier to activate than accessing a setting option that will rarely 

be modified. 

2.3 Environment 

Information can be augmented for the user if it is closely related to 

and tightly coupled with the virtual environment [28]. Furthermore, 

the virtual environment should provide the user with challenges 

that require and further develop specific skills while building 

retainable knowledge to keep after the experience. In addition to 

this, trainee behavior and attitude towards the given scenarios can 

be improved aiming for safety and efficiency concerns. Besides, it 

is also possible to use virtual training to test the ability to solve rare, 

complex or dangerous situations that could happen in reality. 

The environment is not limited to the 3D virtual reality in which 

training takes place. In this sense, the environment includes the 

feedback system and user interaction criteria, acting as an agent, as 

the user itself or the instructor. 

A feedback system in this case refers to the data flow in the 

training environment, which returns human-friendly information to 

the user. In other words, it does not include the GUI system or 

peripheral devices operation, but the message treatment to make the 

environment communicate with the user without ambiguity. 

Designing such a system demands, but is not limited to, 

understanding the user’s profile and expected behavior, as well as 

the tasks and procedures being simulated and any technical 

language required to accurately communicate the steps to conclude 

the procedure. 

As for the interaction criteria, as far as the environment is 

concerned, it defines which elements can interact with the trainee 

and under what circumstances. Many objects may exist in a virtual 

workplace only to help with immersion, making it more real, or to 

divert attention of those training from their given tasks. For instance 

a noisy equipment that is along the path of a procedure and can be 

interacted with, but the procedure requires no actions to be 

performed on that equipment. To produce a rich and efficient 

virtual environment, it is recommended to have more possible 

interactions available than those strictly needed. Care must be taken 

to ensure mandatory interactions are not harder to engage than they 

would be in reality. 

2.4 Rules 

For behavioral training and educational purposes, the rules may 

reflect only a sparse subset of reality which concerns the content 

being taught. However, for other trainings, a veritable, close to 

reality, simulation must be applied in order to demand from its 

users the knowledge and skills expected in the real life procedures 

they are learning. 

Considering the objectives of the training application, rules must 

be chosen to enforce the desired level of realism to the simulated 

procedures. The framework should allow a designer to decide upon 

the strictness of these rules. For instance, in any given application, 

it may be desirable that users can be able to skip uninteresting steps 

of a procedure, in which case the rules will be designed to purposely 

leave out this portion. 
Another case of varying rule set is the way these rules are 

applied. A critical path of actions that define a task should be 
required, whilst those that define the quality of the work should 
remain partially or totally optional. The application can allow the 
user to complete the whole operation, even if she/he makes a 
mistake somewhere and inform of this mistake in the end, as long 
as it isn’t critical to the procedure to excel in that specific task. On 
the other hand, it might be interesting to not allow progress until 
every requirement for a mandatory step has been met, persisting the 
relevance of the related actions in the trainee’s memory and 
ensuring the learning and practice of the same. 

 

2.5 User Interface 

We consider UI to be a combination of 3D objects in world-space 

and 2D objects on screen-space. Each one plays an important role 

in communication with the user. Studies have shown the 

importance of the UI in virtual environments [29] [30], and the use 

of 3D objects in what is called ecological interface has been proven 

[31] to have a positive effect on target acquisition time, which 

means how long a user takes to find the relevant information. 

However not all information can be spatial, rendering 2D screen-

space elements is useful as well. 

The framework should be capable of simultaneously 

communicating with both types of UI. Different output devices 

might require different layouts, especially regarding 2D screen-

space elements, since the screen-space may be radically different. 

For this reason the framework should also be able to identify 

different target outputs and choose the appropriate 2D UI, if 

provided in the application. 
Audio messages and alerts may also be used to reinforce 

communication. Although it is important to note that it should not 
be the single source of information to any interface message if 
audio is optional in the application. 

 

3 ARCHITECTURE 

We based our architecture on the Model-View-Controller design 

pattern. Variations of it have been around for some time but ours is 

similar to Cocoa’s MVC [32] where the controller acts as a 

mediator between the model and view layers as shown on Figure 1. 

The model and view layers are independent and can only 

communicate back with the controller blindly, which means by 

delegates and notifications. This way we can increase the objects’ 

reuse and have easily extensible programs.  

 



 

Figure 1: Standard MVC 

 

3.1 MVC in SimVR-Trei 

We split views into two groups, the ones related to controlling the 

game through the GUI (buttons, menus, dialogs, labels and a game 

inventory or a mini-map, for instance), and the ones that are part of 

the actual game (waypoints, the player and game elements that need 

to be updated depending on the game logic or even GUI changes). 

For this reason, we also have two types of view controllers: the 

game elements’ controller and the GUI controller. Figure 2 presents 

a high-level view of that architecture. When one of these controllers 

change the game logic, the other receives a notification about the 

changes and can update its views. 

 

 

Figure 2: MVC adapted to SimVR 

 

Most of what happens in the game is reported to the logic by a 

controller. For instance, if the user enters a specific room and an 

instruction containing what she/he needs to do next needs to be 

presented on the screen, a 3DWorldController will treat the event 

generated by a waypoint, which represents the user entering that 

room, and will inform the logic about it. The action is going to be 

processed and a notification is going to be sent to the game logic’s 

observers. Then, the GUI controller, which is an observer, will be 

able to show the instruction text on screen. Another example is the 

score – if the game has a score system, the logic classes will 

calculate and update it depending on the user actions during the 

game. 

This allows the system to build multiple presentations of the 

same information, such as multiple instances of the GUI, which 

allows us to target different display setups using the same 

application. 

With the chosen Model-View-Controller architecture, the game 

could run without the 3D part. Although the 3D part is a 

fundamental aspect of our application, the game could execute in 

console mode for testing purposes for example. An interesting 

aspect of this MVC architecture, applied to games, is that one could 

program the entire logic independently of the chosen game engine 

and without the need of an advanced GUI, or 3D game objects. 

Since every user action coming from the GUI or from any in-game 

actions are reported to the logic, the logic classes can be invoked 

directly by a test script and then a GUI controller is able inform the 

results on a console, for instance. 

Depending on the content of the training game, the boxes in the 

diagram in Figure 2 should be broken into several classes. For 

example, in one project we have one controller for a mini map, one 

for a thermal camera GUI and one for a report view, which is a view 

for the user to submit data as well as to show the results at the end 

of a training session. A main GUI controller manages them and is 

the only one that has access to the game logic. The same goes for 

the game logic service: we have an interface called IGameLogic 

and a GameLogic class that implements it. The GameLogic class 

delegates its responsibilities to specialized classes. 

With the proposed architecture, it is simple to add components 

such as an external simulator. One of our projects uses an external 

simulator SDK to measure a solar power plant’s performance. The 

user can change the input parameters from a simulation GUI. Even 

during the training session, she/he can change simulation 

parameters from the result of some action started in the 3D world. 

For instance, the player can travel to a solar panel control box, 

which is a three dimensional object in the virtual environment, and 

change the angle of a group of solar panels, which affects the 

performance of the solar power plant. In Figure 3, it is possible to 

see how an external simulator can be integrated in the architecture. 

The simulator is accessed through a simulation service API, 

preferably an interface. 

 

 

Figure 3: Simulator integration 

 

3.2 Waypoint System 

A waypoint is a reference point used for navigation purposes by in-

game characters. A basic type of waypoint is the movement 

waypoint. Game objects assigned to these waypoints will move 

towards them in sequential order, until they reach the final 

waypoint. In training modes of serious games a waypoint system 

might be an important resource to guide the player and the NPCs’ 

– non-player characters, or characters that are not controlled by a 

player –, movement in a 3D scenario. 

It is very common to have those NPCs in a game or a in a serious 

game. For instance, in one of our applications of a solar power 

plant, there are workers, who are not controlled by a player, 

walking around following arbitrary paths determined by waypoints. 

This is useful for simulating what real workers would be doing in a 

plant. The NPC waypoints add realism to the scenario that the game 

represents. 



The waypoint system may be fundamental for the game logic 

since the logic may need to be informed all the time about where 

the player (or even an NPC) is in the 3D world – if she/he left an 

important room, reached a checkpoint, or if she/he chose an 

incorrect path. This way the programmer can deal with the player 

movement generating responses for the waypoint events. 

Another important feature is to be able to limit the user’s 

movement along pre-defined paths, since sometimes it may not be 

desirable that she/he can explore the entire scene. With the 

waypoint movement system, it is possible to let the user make 

decisions about which ways to go, but she/he will only be able to 

follow the paths previously created with waypoints. There is also 

the possibility of controlling the characters’ speed when they are 

following a waypoint path. 

A waypoint system that meets these needs – guiding and limiting 

the player and the NPCS’s movement in the 3D world – should 

have at least three types of waypoints. The “choose path” type, 

which makes the player stop and lets him choose between different 

paths to follow. The “turn around” type, which makes the player or 

the NPCs turn around and go back when they reach that kind of 

waypoint. Finally, the standard type, which forces the player or the 

NPCs to follow arbitrary paths determined by the application 

developer. 

One other important property of waypoints are the looping type. 

This defines what happens once an object reaches the last waypoint 

in a given path. The different behaviors can be “once”, “loop”, and 

“ping pong”. The first will simply leave the object in place, causing 

it to become static. The second moves the object back to the first 

waypoint in the path, starting over from the beginning. The last will 

cause the object to turn around and move along the path back from 

the end to the beginning. 

We developed our own waypoint system but some engines may 

already have one available. We created three classes: Waypoint, 

WaypointMover, and WaypointsHolder. The first one (Waypoint), 

is a script that contains waypoint visualization options and 

associated actions – we want to be able to visually place the 

waypoints when creating the scene. This class stores not only the 

waypoint’s color and size, but also the character’s activation 

distance to it and its type (regular waypoint, “choose path” or “turn 

around”) and looping type. The WaypointMover is the most 

important script; it controls the object’s movement along a 

waypoint path. It has a WaypointHolder, which contains all the 

waypoints and renders them as they were connected, as shown in 

Figure 4. 

 

 

Figure 4: Waypoint paths 

 

3.3 SimVR-Trei and Unity3D 

We have successfully integrated this architecture with the Unity 3D 

game engine [33]. In Unity 3D, every object in the game is called a 

GameObject and each of these game objects can have many 

different components. The GameObjects do not do anything on 

their own; they are containers for scripts that add different 

behaviors to them. Scripts that add behavior to a game object are 

called components. An example of a component would be a script 

that adds physics behavior to an object. Even though Unity 3D has 

this component architecture, we were still able to blend our MVC 

with it and take advantages of both worlds. 

To illustrate that, consider our thermal camera view, which is 

shown in Figure 5. During a training session with one of our 

applications, the user must make use of the thermal camera to 

photograph failures on a solar panel. The thermal camera is a game 

object, which has several components, such as a Transform and 

a RenderTexture. The Transform component determines the 

location of the game object in the 3D world; and we use a second 

camera in the scene, which renders its image (with a thermal effect), 

to the thermal camera texture. This is a simple way to implement 

the thermal camera and it is possible thanks to the component 

architecture. However, the thermal camera view needs more than 

that: it has buttons for switching from thermal to regular camera 

mode and a button to take a picture. When the regular camera mode 

button is pressed, the image effect must change. Furthermore, all of 

these actions must be reported to the game logic in order to decrease 

the player’s score when he photographs a failure with the wrong 

camera mode, for example. In other words, the view needs a 

controller that can receive events and deal with them properly. 

 

 

Figure 5: Thermal Camera 

 

The solution is adding one more component to the thermal 

camera with a view controller role, in this case 

the ThermalCameraViewController. In addition to this, it is 

necessary to connect the game objects that fire events, such as 

buttons, to the view controller script – which is possible with 

Unity’s GUI framework. This way the Model-View-Controller can 

be effectively used within the Unity engine. 

 

3.4 Character Control System 

In this architecture, we also built a character control system (Figure 

6), which is responsible for allowing the user to move around the 

virtual environment, but also allow non-player characters to do the 

same. This is achieved by having a core component, the Character 

Motor, which receives input in a standard format. Using LVRL 

[34], we read information from devices and transform them, via an 



implementation of an Input Manipulator, into the format expected 

by the Character Motor. This allows a single implementation of the 

motor to be used by any device or combination of devices. This also 

enables the creation of different techniques or ways to translate 

input data into commands, such as different approaches for 

mapping Kinect gestures to actions in the virtual environment [35]. 

One such case is the use of Oculus Rift paired with a game pad. 

While the Rift provides orientation, there is no travel associated 

with this specific piece of device. By linking a character to both a 

Rift manipulator and a game pad manipulator, we receive 

orientation data from Rift and translation data from the game pad, 

and can easily switch what kind of data and where it is obtained by 

simply enabling different manipulators. For instance, if the system 

detects a Kinect, it is possible to switch between game pad and 

Kinect on the fly.  

Furthermore, the state of any given character can be easily 

obtained from the motor, which is how character animations are 

dealt with. The Character Animator continuously reads the 

character’s state and updates with the according animation. 

One special case is the AI manipulator, which works as any 

common input manipulator, but instead of reading information 

from a device a specific behaviour is programmed, which is 

responsible for feeding information as though it were a device.  

 

 

Figure 6: Character control system 

 

3.5 SimVR-Trei Server 

An additional feature present in this framework is the possibility 

to have multiple users in a single training instance. For this to be 

possible, however, not only must each user be able to see one 

another, their actions in the environment must be visible to all other 

users. Every relevant interaction is automatically reported to a 

server, which contains the state of all variables. The server is 

responsible for pushing these updates to all clients. The basic layout 

for the server can be seen in Figure 7. 

In this architecture, the executor is responsible for ensuring a 

proper interaction between the different modules as well as the 

correct execution of the game rules. It receives and executes 

commands coming from the training modules and client 

applications, and guarantees that the variables do not become in an 

invalid state. It also is responsible for executing the Game Machine 

module, pushing and retrieving data from any simulators that may 

be connected. 

 

 

Figure 7: Server architecture 

 

The executor also contains a memory space that can be accessed 

by the clients and modules, called “shared state”. The shared state 

contains variables that can be created and updated by the training 

modules and clients, which automatically become available to all 

other components. These variables are indexed by a key and can 

hold values as long as they either are basic types or are previously 

serialized. 

These variables hold information of all parts of the system, such 

as crucial information for representing the state of the simulation, 

determining the state of the game or storing the location of users in 

the virtual world. 

The client manager controls the communication between server 

and clients. When a client connects to the server, it must send a 

“client registration” message. There are two types of permissions: 

administrator and student. The administrator client can initiate 

training sessions and the student client actively participates in those 

sessions. This also allows different types of clients to communicate 

with a single server, sharing the same abstract virtual world among 

different views. One can connect using a three dimensional 

application while another can connect using a top-down map-like 

view, such as a spectator view. The client is responsible for both 

defining what actions the user may perform in the world and 

showing the information available in the shared state. Furthermore, 

there is no hard requirement for how the client is built, since all 

communication is made either via TCP/IP or through a web service, 

the same world can be displayed in a web browser, on a desktop 

application, on a smartphone and so on. 

The simulation service allows external simulators to be 

connected to the system. This service is responsible for feeding 

information to the simulator and retrieving it, updating the 

appropriate variables so that all the other components can read it 

and update themselves accordingly. 

The game machine is the component that is responsible for the 

execution and application of the game rules. Each operation has its 

own set of rules, which reflect the step-by-step actions the user 

must perform, as well as the responses to any possible mistakes the 

user might make. 



4 CASE STUDIES 

The SimVR-Trei framework is a by-product of the development of 

two VR-enhanced training applications, where it was employed and 

continuously improved during the development of both.  

4.1 AmbSim 

AmbSim (Figure 8) is an application for training operations on an 

oil rig. The operations strictly follow a manual, as well as 

employing general safety measures. All actions on the virtual 

environment are sent to a simulator, which is responsible for 

providing the behavior of the systems and equipment on the oil rig. 

 

 

Figure 8: AmbSim screenshot 

 

During the development of this application, the major aspects 

that were developed were input and output systems, allowing it to 

be effortlessly built for a large range of physical setups. The 

environment and rules system were also seen as key factors to the 

success of the application. While a system was built internally for 

the rules system, we realized we could use an external simulator for 

the environment, which is when we built the possibility of 

connecting simulators to provide the behavior of the environment. 

The AmbSim application has two major targets: Kinect setup and 

Oculus Rift setup. The Kinect setup (Figure 9) uses one large screen 

and focuses on performing a sequence of actions to successfully 

complete an operation on the oil rig. The Oculus Rift setup (Figure 

10) is the same application, just using different input and output 

systems. While the Kinect setup is focused on the operation, the 

Rift setup is focused on exploring and allowing the user to become 

familiarized with the environment, which was built precisely based 

on blueprints. Due to this, the Rift setup allows the user to move 

freely around the environment and, when she/he approaches a 

certain equipment, she/he can hear technical information about that 

equipment.  

As mentioned in section 3.5, the way the server was built, 

the same data for a virtual world can be accessed on different 

devices, and can perform different roles in the training system. In 

Figure 11 is an example of a web client that is accessible on a 

smartphone. The role of this client is to allow the user to submit a 

report to the server. This report is linked to the same session the 

same user is performing on the desktop or VR client. While in the 

latter the user should inspect the virtual location for potential 

failures, in the former the user will report which failures he has 

encountered. This data is sent to the server and will be processed, 

sending feedback to the desktop or VR client that the same user is 

using. This feedback is also available for other clients, such as a 

supervisor client.  

 

 

Figure 9: AmbSim using Kinect 

 

 

Figure 10: AmbSim using Oculus Rift 

 

 

 

Figure 11: Web client for smartphone access 

 



4.2 Solar 

Solar (Figure 12) is an application for training routines in a solar 

power plant. These require the user to have basic knowledge of the 

plant layout and what types of failures might occur. The application 

teaches and tests response to potential situations.  

 

 

 

Figure 12: Solar Screenshot 

 

In this application we improved the input system, allowing 

multiple input systems to be built into the same application, and the 

system will detect which is active to receive proper input from, as 

well as displaying the appropriate visual cues. The visual cues may 

be input sensitive, which means that a different graphic may be 

displayed depending on which input system is active. 

Two different images are shown in Figure 13. The left image 

represents the expected gesture when the input system is using 

Kinect. The right image represents the expected button input when 

the input system is using the keyboard. Both perform the same 

action in the world (move forward). 

 

 

Figure 13: Input-sensitive visual cues 

 

One interesting aspect is that this architecture can be used not 

only for training applications. An alternative application was built 

for the Solar project (Figure 14) that allows users to fly and control 

the date and time to visualize the interaction between the sun and 

the power plant. 

5 CONCLUSION 

This paper presented SimVR-Trei, a framework for developing 

VR-enhanced training applications. Training applications and VR 

applications require a series of features, which are present in this 

framework.  

 

 

Figure 14: Alternative Solar application 

 

 

The five key aspects for VR-enhanced training applications we 

identified in section 2 are covered in the framework as follows.  

For immersion support, we use the LVRL library [34] to provide 

communication to input and output devices, paired with a basic 

system to detect which target setup is active and switch the 

application in to the proper state. 

As for navigation & interaction, the framework has a character 

motor, which allows the use of any techniques and combination of 

techniques to send data via an Input Controller to perform travel, 

selection and manipulation actions. In addition, a waypoint system 

was built to allow creation of specific paths, either for the user or 

for AI-controlled characters. The waypoint system uses the same 

character controller, making it easy to opt between placing 

characters on a path or not without having to change any input 

configuration. 

Regarding the environment, the framework allows connecting to 

external simulators, which, via the Simulator Service, 

communicates with the application, receiving and sending data in 

response to the user’s actions. Environment behavior, however, can 

be programmed directly in the application and should use the same 

communication infrastructure. This allows a highly customizable 

and veritable scene to be designed, contributing to an immersive 

experience. 

The rules are an important feature for training applications. 

These are implemented as a module in the Game Logic, which is in 

constant communication with the other modules of the system, 

evaluating every action performed in the virtual environment. The 

strictness of these rules can be defined, where a critical path can be 

created, which are the mandatory parts of a training procedure, 

while the secondary rules allow quality evaluation. The user might 

not follow some of the rules and still be allowed to complete the 

procedure, however the system will track these mistakes, enabling 

them to be reported at the end of the session. 

Finally, the MVC architecture proposes the use of view classes 

to handle all user communication with the system. All system logic 

and information is accessible through controllers, while the view is 

responsible for the layout and display of the information. This is 

because the user interface is very specific to each application. By 

using this approach the framework allows the same underlying 

virtual environment, with its rules and behavior, to be displayed in 

context-sensitive situations, either due to different physical setups 

or due to different execution modes, for instance, a simple 

visualization versus a systematic guide for a specific procedure. 

The applications in section 4 were built in parallel with SimVR-

Trei, where their requirements lead to the creation of new features 

for the framework. The usefulness of this framework was noticed 



when we were able to revisit the applications, retroactively 

enhancing them with some of the newly available features. 

Furthermore, with the release of new technologies, we have been 

able to easily extend both the framework and the applications. The 

client-server architecture also allows enhancing the application by 

enabling the creation of remote assisted operations [36]. 

Even though the framework provides these facilities, it is 

important to note that the final quality of a VR-enhanced training 

application ultimately lies in the hands of those responsible for 

designing them. The proper use of the rules system, the creation of 

a veritable environment, and an adequate communication with the 

user are the responsibility of the developers using the framework. 

It is important to consider aspects of gamification, although it might 

not be indicated for all cases, it has its benefits and can be 

successfully used to increase user engagement and improve the 

learning process. 
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